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Assignment (4-6 )  
------------------------------------------------------------------------------------------------

1. Design and develop an algorithm that can perform binary search in the given set of elements. Initially all the elements are present in a linked list and are not in sorted order. You are supposed to handle the DS so that, you can ensure that, the DS can provide a search in O(log n) in average case. [Hint: You can select the Median element of the list to avoid Skews]

**Source Code:**

// in below program the merge sort is performed on list

// and then binary search is performed to find data

#include <iostream>

using namespace std;

class node  // list strurct

{

    public:

        int data;

        node\* next;

};

void mid (node \* cur, node\*\* first, node\*\* second)  // function used to find middle element

{

    node \* slow ;

    node \* fast ;

    slow = cur;

    fast  = cur->next;

    while (fast != NULL)  // slow will be the middle ele. after iterating

    {

        fast = fast->next;

        if (fast != NULL)

        {

            slow = slow->next;

            fast = fast->next;

        }

    }

    \*first = cur;

    \*second = slow->next;

    slow->next = NULL;  // breaking the list from middle

}

node\* merge (node\* first , node\*second)  // merging the sub-list

{

    node\* ans = NULL;

    if (!first)  // base condition

        return second;

    else if (!second)

        return first;

    if (first->data <= second->data)

    {

        ans = first;

        ans->next = merge (first->next, second);

    }

    else

    {

        ans = second;

        ans->next = merge (first, second->next);

    }

    return ans;

}

void mergesort (node\*\* head)  // merge sort

{

    node \* cur = \*head;

    node\* first; node \* second;

    if (!cur || !cur->next)  // if there is only one ele.

        return;

    mid (cur, &first, &second);

    mergesort(&first);

    mergesort(&second);

    \* head = merge (first, second);

}

node\* mid\_search (node \* front , node\* rear)  // function to find the mid element for binary serach

{

    node \*slow = front;

    node \* fast = front->next;

    while (fast != rear)

    {

        fast = fast->next;

        if (fast != rear)

        {

            slow = slow->next;

            fast = fast->next;

        }

    }

    return slow;  // slow = middle ele.

}

void binary\_search (node\* head, int value)

{

    node\* front = head;

    node\* temp = head;

    node\* rear;

    while (temp->next != NULL)

    {

        temp = temp->next;

    }

    rear = temp;

    free (temp);

    while (front->data <= rear->data)

    {

        node \* mid = mid\_search(front, rear);

        if (mid->data = value)

        {

            cout << "data found";

            break;

        }

        if (value > mid->data)

        {

            front = mid->next;

        }

        if (value < mid->data)

        {

            rear = mid;

        }

        if (front == rear || value != mid->data)

        {

            cout << "No such data";

            break;

        }

    }

}

int main()

{

    int n;

    cout << "Enter the size of linked list: ";

    cin >> n;

    node \*block = new node;

    block = (node \*)malloc(n\* sizeof(node));

    for (int i = 0; i < n; i++)

    {

        if (i == n - 1)

        {

            cin >> (block + i)->data;

            (block + i)->next = NULL;

        }

        else

        {

            cin >> (block + i)->data;

            (block + i)->next = (block + i + 1);

        }

    }

    mergesort(&block);

    int search ;

    cout << "Elemnet to be searched: ";

    cin >> search;

    binary\_search (block , search);

    return 0;

}

Sample Output:  
![](data:image/png;base64,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)

**2**. Implement the single source shortest Path algorithm using dijkstra's algorithm. Your program should be able to receive an adjacency matrix as the input and it should provide the shortest path exists between them.

**Source Code:**

#include <iostream>

#include <vector>

#include <utility>

using namespace std;

int findMinVertex(int \*distance, bool \*visited, int n)   // function to find vertex with min distance

{

    int minVertex = -1;

    for (int i = 0; i < n; i++)

        if (!visited[i] && (minVertex == -1 || distance[i] < distance[minVertex]))

            minVertex = i;

    return minVertex;

}

void dijkstra(int \*\*graph, int n)

{

    int \*distance = new int[n];   // array to maintain all nodes weights

    bool \*visited = new bool[n];  // array to check whether the nodes are visited or not

    for (int i = 0; i < n; i++)

    {

        distance[i] = INT\_MAX;   // initiallizing all distace as infinity except source, done below

        visited[i] = false;      // as initial all nodes will not visited, so false

    }

    int start\_vertex;   // taking the source vertex

    cout << "Enter the start vertex: ";

    cin >> start\_vertex;

    distance[start\_vertex] = 0;  // initiallizing its distance as 0, so to take as first node to be proccessed

    for (int i = 0; i < n - 1; i++)

    {

        int minVertex = findMinVertex(distance, visited, n);   // finding the node with carrying the minimum distance

        visited[minVertex] = true;  // as we visit node, mark in list as true

        for (int j = 0; j < n; j++)  // iterating to relax nodes

        {

            if (graph[minVertex][j] != 0 && !visited[j])  // checking for adjacent edges AND if node visited or not

            {

                int dist = distance[minVertex] + graph[minVertex][j];  // calculate distance from min vertex to that node

                if (dist < distance[j])  // if above distance less than already existing wait, relax it

                {

                    distance[j] = dist;

                }

            }

        }

    }

    for (int i=1 ;i<n; i++)  // preinting the min. distance from strat\_vertex

    {

        cout << distance[i] << " ";

    }

    // freeing the memory

    delete[] visited;

    delete[] distance;

}

int main()

{

    int n; // no\_of\_vertices

    int e; // no\_of\_edges

    cout << "Enter the no. of vertices: ";

    cin >> n;

    cout << "Enter the no. of edges: ";

    cin >> e;

    int \*\*graph = new int \*[n]; // creating the dynamic 2D array

    for (int i = 0; i < n; i++)

    {

        graph[i] = new int[n];

        for (int j = 0; j < n; j++)

        {

            graph[i][j] = 0;

        }

    }

    for (int i = 0; i < e; i++) // creating the graph (using adjancency matrix form)

    {

        int source, dest, weight;

        cout << "Enter the source: ";

        cin >> source;

        cout << "Enter the destination: ";

        cin >> dest;

        cout << "Enter the weight: ";

        cin >> weight;

        graph[source][dest] = weight;

    }

    dijkstra(graph, n);

    for (int i = 0; i < n; i++)

        delete[] graph[i];

    return 0;

}

**Sample Output:  
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**3**. Write a program to create a subtree from a Binary search tree, by considering the median element of the tree as a root, smallest element as the left child and largest element as the Right child.

**Source Code:**

#include <iostream>

using namespace std;

class tree  // tree structure

{

public:

    int data;

    tree \*left;

    tree \*right;

};

tree\* createNode(int data)  // creating the nodes

{

    tree \*node;

    node = (tree \*)malloc(sizeof(tree));

    node->data = data;

    node->left = NULL;

    node->right = NULL;

    return node;

}

int count = 0;

int \* arr;

void median (tree\* root)   // func() to find middle ele. in BST

{

    if (root != NULL)

    {

        median(root->left);

        \*(arr + count) = root->data;

        count ++;

        median(root->right);

    }

    cout <<  \*(arr + (count/2)) << endl;

}

tree\* smallest (tree\* root)     // func() to find smallest ele. in BST

{

    while (root->left != NULL){

        root = root->left;

    }

    cout << root->data << endl;

    return root;

}

tree\* largest (tree\* root)  // func() to find largest ele. in BST

{

    while (root->right != NULL){

        root = root->right;

    }

    cout << root->data << endl;

    return root;

}

int main()

{

    tree \*root, \*l, \*r, \*ll, \*lr, \*llr, \*lll, \*rlr, \*rl;

    root = createNode(9);

    l = createNode(7);

    r = createNode(13);

    ll = createNode(2);

    lr = createNode(8);

    llr = createNode(5);

    lll = createNode(1);

    rl = createNode(10);

    rlr = createNode(11);

    // creating a BST

    //      9

    //    /  \

    //   7    13

    //  / \   /

    // 2   8  10

    /// \      \

   //1   5      11

    root->left = l;

    root->right = r;

    l->left = ll;

    l->right = lr;

    ll->right = llr;

    ll->left = lll;

    r->left = rl;

    rl->right = rlr;

    tree\* new\_root;  // root of new tree

    new\_root = createNode (\*(arr + (count/2)));

    cout << new\_root->data;

    new\_root->left = smallest(root); // smallest element of old BST as its left

    new\_root->right = largest (root);  // largest element of old BST as its right

    cout << new\_root->data << " ";

    cout << new\_root->left->data << " ";

    cout << new\_root->right->data << " ";

    return 0;

}